Lesson

Functional Programming in Java:  
Commanding All the Laws of Nature from the Source

Wholeness of the Lesson: The declarative style of functional programming makes it possible to write methods (and programs) just by declaring *what* is needed, without specifying the details of *how* to achieve the goal. Including support for functional programming in Java makes it possible to write parts of Java programs more concisely, in a more readable way, in a more threadsafe way, in a more parallelizable way, and in a more maintainable way, than ever before.   
  
Maharishi’s Science of Consciousness: Just as a king can simply *declare* what he wants – a banquet, a conference, a meeting of all ministers – without having to specify the details about how to organize such events, so likewise can one who is awake to the home of all the laws of nature, the “king” among laws of nature, command those laws and thereby fulfill any intention. The royal road to success in life is to bring awareness to the home of all the laws of nature, through the process of transcending, and live life established in this field.

The Functional Style of Programming

1. Programs are declarative (“what”) rather than imperative (“how”). Makes code more *self-documenting* – the sequence of function calls mirrors precisely the requirements
2. Functions have *referential transparency* ­– two calls to the same method are guaranteed to return the same result (For Example Do Not use variables Outside the method (JL)).
3. Functions do not cause a change of state; in an OO language, this means that functions do not change the state of their enclosing object (by modifying instance variables). In general, functions do not have *side effects;* they compute what they are asked to compute and return a value, without modifying their environment (modifying the environment is a *side effect*).
4. Functions are *first-class citizens.* This means in particular that it is possible to use functions in the same way objects are used in an OO language: They can be passed as arguments to other functions and can be the return value of a function.

How Java SE 7 Approximates “Functions As First-Class Citizens”

Example: Suppose we want to sort a list of Employee objects.

*class Employee {  
 String name;  
 int salary;  
 public Employee(String n, int s) {  
 this.name = n;  
 this.salary = s;  
 }  
}*

Suppose we have a function *compare* that tells us how to compare two *Employee* objects:

*int compare(Employee e1, Employee e2) {  
 return e1.name.compareTo(e2.name);  
 }*

It would be nice to be able to make a call like this in order to sort the list by name:  
 *Collections.sort(list, compare)*  
Since functions are not first-class citizens, this cannot be done. But it can almost be done.

How Java SE 7 Approximates “Functions As First-Class Citizens”:  
The *Comparator* Interface and a Functorial Realization

The *Comparator* interface is a *declarative wrapper* for the function *compare*, described in the last slide.

*interface Comparator<T> {  
 int compare(T o1, T o2);*

*}*

It is called a *functional interface* because it has just one (abstract) method\*. So a class that implements it will have in effect just one implemented function; it will be an object that acts like a function.

An implementation of a functional interface is called a *functor.* Example:

*Public class EmployeeNameComparator implements Comparator<Employee> {*

*@Override*

*public int compare(Employee e1, Employee e2) {*

*return e1.name.compareTo(e2.name);*

*}*

*}*

NOTE: Though *EmployeeNameComparator* is a class, it is essentially just a function that associates to each pair *(e1,e2)* of *Employees* an integer (indicating an ordering for *e1, e2).*\*NOTE: In reality, *Comparator* declares *two* abstract methods: *compare* and *equals*. However, *equals* already has an implementation in the *Object* class. The precise rule to determine whether an interface is a *functional* interface is that it must have exactly one abstract method, not counting any methods from *Object* that have been re-declared. See <https://docs.oracle.com/javase/8/docs/api/java/lang/FunctionalInterface.html>

(‘equals’ will be inherited from the Object class.)

Functional interfaces provide target types for lambda expressions and method references. Each functional interface has a single abstract method, called the functional method for that functional interface, to which the lambda expression's parameter and return types are matched or adapted.

see <https://docs.oracle.com/javase/8/docs/api/java/util/function/package-summary.html>

How Java SE 7 Approximates “Functions As First-Class Citizens”:  
Using Local Inner Classes As Closures

The implementation of the *Comparator* interface shown in the previous slide has a limitation: If the way the *compare* method acts depends on the state of the class that is attempting to sort *Employee* objects, our *Comparator* implementation will never be aware of this fact. (This is not a big problem in this case but can be in more complex settings.)  
  
Example: If we want to have the choice of sorting by name or by salary, we will need two different Comparators.

*Public class EmployeeSalary Comparator implements Comparator<Employee> {*

*@Override*

*public int compare(Employee e1, Employee e2) {*

*if(e1.salary == e2.salary) return 0;*

*else if(e1.salary < e2.salary) return -1;*

*else return 1;*

*}*

*}*

*public class EmployeeNameComparator implements Comparator<Employee> {*

*@Override*

*public int compare(Employee e1, Employee e2) {*

*return e1.name.compareTo(e2.name);*

*}*

*}*

*EmployeeInfo* Class

*Public class EmployeeInfo {*

*Static enum SortMethod {BYNAME, BYSALARY};*

*SortMethod method;*

*Public EmployeeInfo(SortMethod method) {*

*this.method = method;*

*}*

*//The Comparators are unaware of the choice of sort method*

*public void sort(List<Employee>emps) {*

*if (method == SortMethod.BYNAME) {*

*Collections.sort(emps, new EmployeeNameComparator());*

*}*

*else if (method == SortMethod.BYSALARY) {*

*Collections.sort(emps, new EmployeeSalaryComparator());*

*}*

*}*

*public static void main(String[] args) {*

*List<Employee>emps = new ArrayList<>();*

*emps.add(new Employee("Joe", 100000));*

*emps.add(new Employee("Tim", 50000));*

*emps.add(new Employee("Andy", 60000));*

*EmployeeInfo ei = new*

*EmployeeInfo(EmployeeInfo.SortMethod.BYNAME);*

*ei.sort(emps);*

*System.out.println(emps);*

*ei = new EmployeeInfo(EmployeeInfo.SortMethod.BYSALARY);*

*ei.sort(emps);*

*System.out.println(emps);*

*}*

*}*

Creating a *Comparator* Closure

A closure is a functor embedded inside another class, that is capable of remembering the state of its enclosing object. In Java 7, instances of member, local, and anonymous inner classes are (essentially) closures, since they have full access to their enclosing object’s state.  
  
Implementing an *EmployeeComparator* using a local inner class allows us to use just one *Comparator*, embedded in the *sort* method itself:

*public class EmployeeInfo {*

*static enum SortMethod {BYNAME, BYSALARY};*

*public void sort(List <Employee> emps, final SortMethod method) {*

*class EmployeeComparator implements Comparator<Employee> {*

*//SortMethod method argument is outside*

*//of the EmployeeComparator class (JL).*

*@Override //Comparator is now aware of sort method*

*public int compare(Employee e1, Employee e2) {*

*if(method == SortMethod.BYNAME) {*

*return e1.name.compareTo(e2.name);*

*} else {*

*if(e1.salary == e2.salary) return 0;*

*else if(e1.salary < e2.salary) return -1;*

*else return 1;*

*}*

*}*

*}*

*Collections.sort(emps, new EmployeeComparator());*

*}*

*public static void main(String[] args) {*

*List<Employee>emps = newArrayList<>();*

*emps.add(new Employee("Joe", 100000));*

*emps.add(new Employee("Tim", 50000));*

*emps.add(new Employee("Andy", 60000));*

*EmployeeInfo ei = new EmployeeInfo();*

*ei.sort(emps, EmployeeInfo.SortMethod.BYNAME);*

*System.out.println(emps);*

*//same instance*

*ei.sort(emps, EmployeeInfo.SortMethod.BYSALARY);*

*System.out.println(emps);*

*}*

*}*

NOTE: In Java 7 and before, the method argument *SortMethod method* must be declared *final* since it is referenced in the method body. In Java 8, this is no longer necessary but still the argument may not be modified in the method body.

*Historical Note*: The “orginator” of the Java language – James Gosling – hoped to include real closures in Java from the beginning; inner classes were introduced as an approximation to closures. A quote from Gosling:

Closures were left out of Java initially more because of time pressures than anything else. In the early days of Java the lack of closures was pretty painful, and so inner classes were born: an uncomfortable compromise that attempted to avoid a number of hard issues. But as is normal in so many design issues, the simplifications didn't really solve any problems, they just moved them.

Another Functional Interface :*Consumer*

*public interface Consumer<T> {  
 public void accept(T t);  
 }*

The *Consumer* interface, like *Comparator*, has just one abstract method, so it is also a functional interface. It can likewise be implemented with a local or anonymous inner class to obtain a closure:

1 is a list below (JL).
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This is another example of a closure, though in this case, the accept method did not make special use of the state of its environment.

Another Functional Interface (JavaFX): EventHandler<T>

*public interface EventHandler<T extends Event> {* *public void handle(T evt); //typically, T is ActionEvent*}

One of the primary event handlers in JavaFX is EventHandler, another functional interface. From the JavaFX Lesson, we have:
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This is also a closure, and *username* is a variable that is part of the state of the environment.

(See page 323 in Core Java, 10thed.)

Introducing Lambda Expressions

Lambda notation was an invention of the mathematician A. Church in his analysis of the concept of “computable function,” long before computers had come into existence (in the 1930s).   
  
Several equivalent ways of specifying a (mathematical) function:

f(x, y) = 2x – y //this version gives the function a name – namely ‘f’

(x,y) *↦* 2x – y //in mathematics, this is called “maps to” notation  
  
λxy.2x – y //Church’s lambda notation

*(x,y) 2\*x – y // Java SE 8 lambda notation*

NOTE: In Church’s lambda notation, the function’s arguments are specified to the left of the dot, and output value to the right.

Example: the Function (x,y) 2\*x – y

Java SE 8 offers new functional interfaces to support the majority of lambda expressions that could arise (though not all).

The *BiFunction<S,T,R>* interface has as its unique abstract method *apply(),* which returns the result of applying a function (apply) to it first two arguments (of type *S, T*) to produce a result (of type *R*).

*public interface BiFunction<S,T,R> {  
 R apply(S s, T t);  
}*

This code uses lambda notation to express functional behavior.

*public static void main(String[] args) {*

*BiFunction<Integer, Integer, Integer> f =*

*(x,y) -> 2\*x - y;*

*System.out.println(f.apply(2, 3)); //output: 1*

*}*

One way to accomplish the same thing without lambdas would be like this:

*public static void main(String[] args) {*

*class MyBiFunction implements BiFunction<Integer, Integer, Integer> {*

*public Integer apply(Integer x, Integer y) {*

*return 2 \* x.intValue() - y.intValue();*

*}*

*}*

*MyBiFunction f = new MyBiFunction();*

*System.out.println(f.apply(2, 3)); // output 1*

*}*

Using a Lambda Expression for a Consumer

Recall the Consumer interface

*public interface Consumer<T> {  
 public void accept(T t);  
 }*

and the application

![](data:image/png;base64,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)

This *forEach* code can be rewritten using lambdas as follows (syntax rules will be provided later):

*l.forEach(s ->System.out.println(s));*

Note how we are, in effect, simply passing the *accept* method of an anonymously defined (not a defined class (JL)) *Consumer* to the *forEach*  method.

Example: Creating Your Own Functional Interface

*@FunctionalInterface*

*public interface TriFunction<S,T,U,R> {*

*R apply(S s, T t, U u); // You have to write this new apply method*

*}*

*public static void main(String[] args) {*

*TriFunction<Integer, Integer, Integer, Integer> f =*

*(x,y, z) -> x + y + z;*

*System.out.println(f.apply(2, 3, 4)); //output: 9*

*}*

Notes

1. The *@FunctionalInterface* annotation is checked by the compiler – if the interface does not contain exactly one abstract method, there is a compiler error.
2. It is not necessary to use this annotation when providing a type for a lambda expression, but, like other annotations (@Override for example) it is a best practice because it allows a compiler check that would otherwise be overlooked until runtime.

Representing Functors (Implementation of a Functional Interface) with Lambda Expressions

*//compare in Comparator* (*Employee e1, Employee e2)*

*{*

*if(method == SortMethod.BYNAME) {*

*return e1.name.compareTo(e2.name);*

*} else {*

*if(e1.salary == e2.salary) return 0;*

*else if(e1.salary < e2.salary) return -1;*

*else return 1;*

*}*

*}  
  
  
 //the “accept” method in Consumer*

*(String str) System.out.println(str);*

*//the “handle” method in EventHandler:*

*(ActionEvent evt) ->*

*System.out.println("Hello " + (username != null ? username : "World") + "!");*

*//the “apply” method in BiFunction*

*(x,y) -> 2\*x - y*

*//the “apply” method in TriFunction  
 //(a user defined functional interface)  
 (x,y,z) -> x + y + z*

These lambda expressions can be used wherever a matching functional interface is expected. But now we can think of these expressions as *functions* rather than as *objects.* In this way, lambdas upgrade the status of functions (at least in a certain context) to first-class citizens.

MAIN POINT 1

In Java, before Java SE 8, functions were not first-class citizens, which made the functional style difficult to implement. Prior to Java SE 8, Java approximated a function with a functional interface; when implemented as an inner class, objects of this type were close approximations to functions. In Java SE 8, these inner class approximations can be replaced by lambda expressions, which capture their essential functional nature: *Arguments mapped to outputs*. With lambda expressions, it is now possible to reap many of the benefits of the functional style while maintaining the OO essence of the Java language as a whole.  
  
The “purification” process that made it possible to transform “noisy” one-method inner classes into simple functional expressions (lambdas) is like the purification process that permits a noisy nervous system to have a chance to operate smoothly and at a higher level. This is one of the powerful benefits of the transcending process.

A Sample Application of Lambdas

Task: Extract from a list of names (*Strings*) a sublist containing those names that begin with a specified character, and transform all letters in such names to upper case.  
  
Imperative Style (Java 7)

*public List<String> findStartsWithLetterToUpper (List<String>list, char c) {*

*List<String> startsWithLetter = new ArrayList<String>();*

*for(String name : list) {*

*if(name.startsWith(""+c)) {*

*startsWithLetter.add(name.toUpperCase());*

*}*

*}*

*returnstartsWithLetter;*

*}*

Using Lambdas and Streams (Java 8)

*public List<String> findStartsWithLetter (List<String> list, String letter) {*

*return*

*list.stream() //convert list to stream*

*.filter(name ->name.startsWith(letter)) //returns filtered stream*

*.map(name ->name.toUpperCase())//maps each string to upper case string*

*.collect(Collectors.toList()); //organizes into a list*

*}*

*//parallel processing  
public List<String> findStartsWithLetter (List<String>list, String letter) {*

*return*

*list.parallelStream() //convert list to a parallel stream*

*.filter(name ->name.startsWith(letter)) //returns filtered stream*

*.map(name ->name.toUpperCase())//maps each string to upper case string*

*.collect(Collectors.toList()); //organizes into a list*

*}*

Anatomy of a Lambda Expression

A lambda expression has three parts:

*parameters* [zero or more]  
  *code block*  [if more than one statement, enclosed in curly braces { . . . } ]  
 [may contain *free variables*; values for these supplied by local or instance variables]

Examples

*//compare in Comparator: two parameters e1, e2; 1 free variable method*

(*Employee e1, Employee e2)*

*{*

*if(method== SortMethod.BYNAME) {*

*return e1.name.compareTo(e2.name);*

*} else {*

*if(e1.salary == e2.salary) return 0;*

*else if(e1.salary < e2.salary) return -1;*

*else return 1;*

*}*

*}*

*//accept in Consumer: one parameter str; no free variables*

*(String str) System.out.println(str);*

*//handle in EventHandler: one parameter evt, one free variable, username*

*(ActionEvent evt) ->*

*System.out.println("Hello " + (username != null ? username: "World") + "!");*

Free Variables and Closures - DO THIS!!!!

1. Free variables are variables that are *not* parameters and *not* defined inside the block of code (on the right hand side of the lambda expression)
2. In order for a lambda expression to be evaluated, values for the free variables need to be supplied (either by the method in which the lambda expression appears or in the enclosing class). These values are said to be *captured by the lambda expression.*
3. A *closure* in Java can be defined to be a lambda expression, together with the values of the free variables that are captured by the lambda expression*.*[Note that this is the same definition of closure as was given before since lambda expressions can always be interpreted as inner classes that are aware of the state of their enclosing class.]

Naming Lambda Expressions

1. We want to be able to reuse lambda expressions rather than rewriting the entire expression each time. To do so, we need to give it a name and a type.
2. Every object in Java has a type; the same is true of lambda expressions.

The type of a lambda expression is any functional interface for which   
the lambda expression is an implementation

Example: The lambda expression can be assigned the type *Comparator<Employee>*. The lambda expression can be viewed as a shorthand for a local or anonymous inner class that implements this interface. (Java doesn’t actually implement lambdas this way, but this viewpoint is accurate enough.)

(*Employee e1, Employee e2)*

*{*

*if(method == SortMethod.BYNAME) {*

*return e1.name.compareTo(e2.name);*

*} else {*

*if(e1.salary == e2.salary) return 0;*

*else if(e1.salary < e2.salary) return -1;*

*else return 1;*

*}*

*}*

1. *Naming a lambda expression* is done by using an appropriate functional interface as its type, like naming any other object:

*Comparator<Employee> empNameComp* = (*Employee e1, Employee e2)*

*{*

*if(method == SortMethod.BYNAME) { free variable*

*return e1.name.compareTo(e2.name);*

*} else {*

*if(e1.salary == e2.salary) return 0;*

*else if(e1.salary < e2.salary) return -1;*

*else return 1;*

*}*

*}*

*. . .*

*public void sort(List <Employee> emps, final SortMethod method) {*

*Collections.sort(emps, empNameComp); //Closure here!!*

*}*

1. Important: Lambda expressions do not, on their own, have a unique type. Their type is *inferred* from the context. Inferring type from context is called *target typing.*Examples: Context in both cases below tells us that this lambda expression should be converted to a *Comparator<Employee>*

*//explicitly typed*

*Comparator<Employee> empNameComp* = (*Employee e1, Employee e2)*

*{*

*if(method == SortMethod.BYNAME) {*

*return e1.name.compareTo(e2.name);*

*} else {*

*if(e1.salary == e2.salary) return 0;*

*else if(e1.salary < e2.salary) return -1;*

*else return 1;*

*}*

*};  
  
//compiler is expecting a Comparator in the second argument(lambda expression here) of sort*

*Collections.sort(emps,* (*Employee e1, Employee e2)*

*{*

*if(method == SortMethod.BYNAME) {*

*return e1.name.compareTo(e2.name);*

*} else {*

*if(e1.salary == e2.salary) return 0;*

*else if(e1.salary < e2.salary) return -1;*

*else return 1*